![](data:image/png;base64,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)![](data:image/png;base64,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)
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# TABLE OF TEST-CASES

|  |  |  |  |
| --- | --- | --- | --- |
| Test Case | Expected Result | Actual Result | Pass / Fail |
| Food Queue initialized correctly after program start, 100 or VFQ | Display ‘empty’ / ‘X’ for all queues | Display ‘empty’ for all queue | Pass |
| Food Queue initialized correctly after program start, 101 or VEQ | Display all empty slots | Display all empty slots | Pass |
| Food Queue initialized correctly after program start, 102 or ACQ | Add the customer to the first queue first row | Add the customer to the first queue first row | pass |
| After adding first customer, 102 or ACQ | Customer add to the second queue first row | Customer added to the first queue second row | Fail |
| After fixing above error, adding a customer | Add the customer to the queue which has minimum length | Add the customer to the queue which has minimum length | Pass |
| 103 or RCQ | Remove customer from we selected specific location | Do not remove customer from our selected location | Fail |
| After filling all locations in queues, add customers to the waiting list | Add customers properly to the waiting list | There was an error | Fail |
| After remove a served customer the queue customers’ position become forward | Become forward automatically | Become forward automatically | Pass |
| 109 or ABS | If Stock is not full, can add burgers | Display ‘Stock is full !’ | Fail |
| After remove served customer, 110 or IFQ | can select a queue and get income of each queue | can select a queue and get income of each queue | Pass |
| 106 or SPD | Show entered all customers | Show entered all customers | Pass |
| 107 or LPD | Load data from text file to program | Load data from text file to program | Pass |
| 105 or SPD | Sored entered customers list | Sored entered customers list | Pass |
| 999 or EXT | Exit from program | Exit from program | Pass |

# DISCUSSION

The test cases selected for the program aimed to cover various aspects and functionalities to ensure comprehensive testing. Each test case was designed to evaluate a specific feature or scenario. For example, there were test cases to verify the correct initialization of the food queues, displaying 'empty' or 'X' for all queues. Another set of test cases focused on adding customers to the queues, checking if they were added to the correct locations, and whether the customers in the queue were shifted forward appropriately after removal. Additional test cases assessed the program's ability to handle waiting lists, detect stock limitations, calculate income for each queue, and perform file operations such as storing and loading data. The chosen test cases aimed to cover normal cases, boundary cases, error conditions, and special cases, ensuring that different aspects of the program were thoroughly tested.

# 

# CODE

## **Task 01 (Array Version)**

import java.io.File; // Import the File class from the java.io package  
import java.io.IOException; // Import the IOException class from the java.io package  
import java.util.\*; // Import all classes from the java.util package  
import java.io.\*; // Import all classes from the java.io package  
  
public class FoodiesFaveFoodcenter  
{  
 public static String[][] *queues* = new String[3][]; // 2D Array to store the queues  
 public static int[] *maxCapacity* = {2, 3, 5}; // Maximum capacity for each queue  
  
  
  
 private static int *stock* = 50; // Initial stock of burgers  
  
 public static Scanner *userInput* = new Scanner((System.*in*)); //user input method  
  
 public static void main(String[] args) {  
  
 try{  
 File file = new File("Text.txt"); // to store data create a file  
 file.createNewFile();  
  
 }  
 catch (IOException ioe){  
 System.*out*.println();  
 }  
  
 *queues*[0] = new String[*maxCapacity*[0]];  
 *queues*[1] = new String[*maxCapacity*[1]];  
 *queues*[2] = new String[*maxCapacity*[2]];  
  
 String[] queue1 = *queues*[0];  
 String[] queue2 = *queues*[1];  
 String[] queue3 = queues[2];  
  
 Scanner userInput = new Scanner(System.in);  
 int choice;  
  
 do {  
 displayMenu(); // Display the menu options  
 choice = userInput.nextInt();  
 userInput.nextLine();  
  
 switch (choice) {  
 case 100:  
 viewAllQueues(queue1,queue2,queue3);  
 break;  
 case 101:  
 viewAllEmptyQueues(queue1);  
 viewAllEmptyQueues(queue2);  
 viewAllEmptyQueues(queue3);  
 break;  
 case 102:  
 addCustomer(queue1,queue2,queue3);  
 break;  
 case 103:  
 removeCustomer();  
 break;  
 case 104:  
 removeServedCustomer();  
 break;  
 case 105:  
 viewCustomersSorted();  
 break;  
 case 106:  
 storeProgramData(queue1);  
 storeProgramData(queue2);  
 storeProgramData(queue3);  
 break;  
 case 107:  
 loadProgramData();  
 break;  
 case 108:  
 viewRemainingStock();  
 break;  
 case 109:  
 addBurgersToStock();  
 break;  
 case 999:  
 System.exit(999);  
 break;  
 default:  
 System.out.println("Invalid choice. Please try again.");  
 break;  
 }  
 } while (choice != 999);  
 }  
  
 private static void displayMenu() {  
 System.out.println("\t\t\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");  
 System.out.println("\t\t\* Food Center Menu \*");  
 System.out.println("\t\t\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");  
 System.out.println("\n\t100 or VFQ: View all Queues");  
 System.out.println("\t101 or VEQ: View all Empty Queues");  
 System.out.println("\t102 or ACQ: Add customer to a Queue");  
 System.out.println("\t103 or RCQ: Remove a customer from a Queue"); //menu options  
 System.out.println("\t104 or PCQ: Remove a served customer");  
 System.out.println("\t105 or VCS: View Customers Sorted in alphabetical order");  
 System.out.println("\t106 or SPD: Store Program Data into file");  
 System.out.println("\t107 or LPD: Load Program Data from file");  
 System.out.println("\t108 or STK: View Remaining burgers Stock");  
 System.out.println("\t109 or AFS: Add burgers to Stock");  
 System.out.println("\t999 or EXT: Exit the Program");  
 System.out.println("\n\t\tEnter your choice: ");  
 }  
  
 public static void viewAllQueues(String[] queue1, String[] queue2, String[] queue3) {  
 System.out.println("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");  
 System.out.println("\* Cashiers \*");  
 System.out.println("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");  
  
  
 for (int i = 0; i < queue3.length; i++) {  
  
 if(i<2){  
 System.out.print(queue1[i] == null ? "X": "O");  
 }  
 if(i<3){  
 System.out.print(queue2[i] == null ? "\t\tX": "\t\tO");  
 }  
 if(i<5){  
 if (i==3||i==4){  
 System.out.print("\t\t");  
 }  
 System.out.print(queue3[i] == null ? "\t\tX": "\t\tO");  
 }  
 System.out.println();  
 }  
 }  
  
 private static void viewAllEmptyQueues(String[] queue) {  
 System.out.println(" Queue :");  
  
 for (int i = 0; i < queue.length; i++) {  
 if (queue[i] == null) {  
 System.out.println("\t\tSlot " + (i + 1));  
 }  
 }  
 }  
  
 private static void addCustomer(String[] queue1, String[] queue2, String[] queue3) {  
 int queueNumber;  
  
 System.out.println("Enter the queue number (1, 2, or 3):");  
 try {  
 queueNumber = userInput.nextInt(); // Read the queue number input from the user  
 userInput.nextLine(); // Move to the next line to clear the input buffer  
 } catch (InputMismatchException e) {  
 System.out.println("Invalid queue number. Please enter a valid integer."); // Print an error message for an invalid queue number  
 return;  
 }  
  
 while (queueNumber < 1 || queueNumber > 3) {  
 System.out.println("Invalid queue number.");  
 System.out.println("Enter the queue number (1, 2, or 3):");  
 try {  
 queueNumber = userInput.nextInt(); // Read the queue number input from the user  
 userInput.nextLine(); // Move to the next line to clear the input buffer  
 } catch (InputMismatchException e) {  
 System.out.println("Invalid queue number. Please enter a valid integer.");  
 return;  
 }  
 }  
  
 System.out.println("Enter the customer name:");  
 String customerName = userInput.nextLine();  
  
 if (queueNumber == 1) {  
 add(queue1, customerName);  
 System.out.println(customerName + " added to queue 1 successfully!");  
 } else if (queueNumber == 2) {  
 add(queue2, customerName);  
 System.out.println(customerName + " added to queue 2 successfully!");  
 } else if (queueNumber == 3) {  
 add(queue3, customerName);  
 System.out.println(customerName + " added to queue 3 successfully!");  
 }  
  
 // Update stock  
 stock -= 5;  
 if (stock <= 10) {  
 System.out.println("Warning: Low stock! Remaining stock: " + stock + " burgers");  
 }  
 }  
  
 public static void add(String[] queue, String name) {  
 for (int i = 0; i < queue.length; i++) {  
 if (queue[i] == null) {  
 queue[i] = name; // Add the customer to the first available slot in the queue  
 break;  
 }  
 }  
 }  
  
 private static void removeCustomer() {  
 Scanner scanner = new Scanner(System.in);  
 int queueNumber;  
  
 System.out.println("Enter the queue number (1, 2, or 3):");  
 try {  
 queueNumber = Integer.parseInt(scanner.nextLine()); // Read the queue number input from the user  
 } catch (NumberFormatException e) {  
 System.out.println("Invalid queue number. Please enter a valid integer.");  
 return;  
 }  
  
 if (queueNumber < 1 || queueNumber > 3) {  
 System.out.println("Invalid queue number.");  
 return;  
 }  
  
 String[] queue = queues[queueNumber - 1]; // Get the selected queue  
  
 if (queue.length == 0) {  
 System.out.println("Queue is already empty.");  
 return;  
 }  
  
 System.out.println("Enter the customer index to remove (0 to " + (queue.length - 1) + "):");  
 int customerIndex;  
 try {  
 customerIndex = Integer.parseInt(scanner.nextLine()); // Read the customer index input from the user  
 } catch (NumberFormatException e) {  
 System.out.println("Invalid customer index. Please enter a valid integer.");  
 return;  
 }  
  
 if (customerIndex < 0 || customerIndex >= queue.length) {  
 System.out.println("Invalid customer index.");  
 return;  
 }  
  
 for (int i = customerIndex; i < queue.length - 1; i++) { // Shift the customers to the left to remove the selected customer  
 queue[i] = queue[i + 1];  
 }  
  
 queue[queue.length - 1] = null; // Set the last element to null to indicate an empty slot  
  
 System.out.println("Customer removed from Queue " + queueNumber);  
 }  
 private static void removeServedCustomer() {  
 Scanner scanner = new Scanner(System.in);  
  
 System.out.println("Enter the queue number (1, 2, or 3):");  
 int queueNumber;  
 try {  
 queueNumber = Integer.parseInt(scanner.nextLine());  
 } catch (NumberFormatException e) {  
 System.out.println("Invalid queue number. Please enter a valid integer.");  
 return;  
 }  
  
 if (queueNumber < 1 || queueNumber > 3) {  
 System.out.println("Invalid queue number.");  
 return;  
 }  
  
 String[] queue = queues[queueNumber - 1];  
  
 if (queue.length > 0) {  
 System.out.println("Enter the position of the served customer (0 to " + (queue.length - 1) + "):");  
 int position;  
 try {  
 position = Integer.parseInt(scanner.nextLine());  
 } catch (NumberFormatException e) {  
 System.out.println("Invalid position. Please enter a valid integer.");  
 return;  
 }  
  
 if (position < 0 || position >= queue.length) {  
 System.out.println("Invalid position.");  
 return;  
 }  
  
 String servedCustomer = queue[position]; // Get the customer at the specified position  
  
 // Shift the customers to the left to remove the served customer  
 for (int i = position; i < queue.length - 1; i++) {  
 queue[i] = queue[i + 1];  
 }  
  
 // Set the last element to null to indicate an empty slot  
 queue[queue.length - 1] = null;  
  
 System.out.println("Customer " + servedCustomer + " served from Queue " + queueNumber);  
 } else {  
 System.out.println("No customers to serve in Queue " + queueNumber);  
 }  
 }  
 private static void viewCustomersSorted() {  
 int totalCustomers = 0;  
  
 for (String[] queue : queues) {  
 for (String customer : queue) {  
 if (customer != null) {  
 totalCustomers++; // Count the number of non-null customers  
 }  
 }  
 }  
  
 String[] allCustomers = new String[totalCustomers];  
 int index = 0;  
  
 for (String[] queue : queues) {  
 for (String customer : queue) {  
 if (customer != null) {  
 allCustomers[index++] = customer; // Add non-null customers to the array  
 }  
 }  
 }  
  
 // Sort the customer array using a simple bubble sort algorithm  
 int n = allCustomers.length;  
 for (int i = 0; i < n - 1; i++) {  
 for (int j = 0; j < n - i - 1; j++) {  
 if (allCustomers[j].compareTo(allCustomers[j + 1]) > 0) {  
 // Swap customers if they are out of order  
 String temp = allCustomers[j];  
 allCustomers[j] = allCustomers[j + 1];  
 allCustomers[j + 1] = temp;  
 }  
 }  
 }  
  
 System.out.println("Customers Sorted in alphabetical order:");  
  
 for (String customer : allCustomers) {  
 System.out.println(customer); // Print the sorted customers  
 }  
 }  
  
 private static void storeProgramData(String[] queue) {  
 try {  
 FileWriter write = new FileWriter("Text.txt", true); // Create a FileWriter object to write data to the file  
 for (int i = 0; i < queue.length; i++) {  
 if (queue[i] != null) {  
 write.append(queue[i]); // Append the customer data to the file  
 write.append(System.lineSeparator()); // Add a new line after each customer  
 }  
 }  
 write.close(); // Close the FileWriter object to release resources  
 } catch (IOException ex) { // Exception handling code can be added here to handle any IO errors that may occur  
  
 }  
 }  
  
 private static void loadProgramData() {  
 try {  
 File readFile = new File("Text.txt"); // Create a File object to read data from the file  
 Scanner reader = new Scanner(readFile); // Create a Scanner object to read the file  
 while (reader.hasNextLine()) { // Loop through each line in the file  
 String text = reader.nextLine(); // Read the current line of text from the file  
 System.out.println(text); // Print the text to the console  
 }  
 reader.close(); // Close the Scanner object to release resources  
 } catch (IOException e) {  
 System.*out*.println("Error File Reading"); // Handle any IO errors that may occur  
 }  
 }  
  
  
  
 private static void viewRemainingStock() {  
 System.*out*.println("Remaining burgers in stock: " + *stock*); // Print the remaining stock of burgers  
 }  
  
 private static void addBurgersToStock() {  
 Scanner scanner = new Scanner(System.*in*); //getting inputs  
 int quantity;  
  
 System.*out*.println("Enter the quantity of burgers to add:");  
 quantity = scanner.nextInt();  
 scanner.nextLine();  
  
 *stock* += quantity;  
 System.*out*.println(quantity + " burgers added to stock. Total stock: " + *stock*);  
 }  
}

## **Task 02 & 03 (Classes version)**

### **1 – Main Class**

import java.io.File; // Import the File class for file handling  
 import java.io.FileWriter; // Import the FileWriter class for writing to a file  
 import java.io.IOException; // Import the IOException class for handling I/O exceptions  
 import java.util.ArrayList; // Import the ArrayList class for storing data dynamically  
 import java.util.Collections; // Import the Collections class for sorting  
 import java.util.Scanner; // Import the Scanner class for user input  
  
public class Main {  
 private static final Scanner *userInput* = new Scanner(System.*in*); // Create a Scanner object for user input  
 public static int[] *maxQueueLimit* = {2, 3, 5}; // Maximum capacity of each queue  
  
 // Create three instances of FoodQueue with the specified capacities  
 public static FoodQueue *queue1* = new FoodQueue(*maxQueueLimit*[0]);  
 public static FoodQueue *queue2* = new FoodQueue(*maxQueueLimit*[1]);  
 public static FoodQueue *queue3* = new FoodQueue(*maxQueueLimit*[2]);  
  
 public static FoodQueue[] *queues* = {*queue1*, *queue2*, *queue3*}; // Array to store the queues  
  
 public static int[] *income* = {0, 0, 0}; // Array to store the income of each queue  
  
 public static int *burgersInStock* = 50; // Initial stock of burgers  
 public static final int *warningLimit* = 10; // Warning limit for low stock  
 public static ArrayList<Customer> *waitingList* = new ArrayList<>(); // List to store customers in the waiting list  
  
 public static void main(String[] args) {  
  
 try {  
 File file = new File("Text.txt"); // Create a file object with the file name "Text.txt"  
 file.createNewFile(); // Create a new file if it does not exist  
 } catch (IOException ioe) {  
 System.*out*.println();  
 }  
  
 String choice; // Variable to store the user's menu choice  
  
 do {  
 *displayMenu*();  
 choice = *userInput*.nextLine();  
  
 switch (choice) {  
 case "100", "VFQ":  
 *viewAllQueues*();  
 break;  
  
 case "101", "VEQ":  
 *viewAllEmptyQueues*();  
 break;  
  
 case "102", "ACQ":  
 *addCustomer*();  
 break;  
  
 case "103", "RCQ":  
 *removeCustomer*();  
 break;  
  
 case "104", "PCQ":  
 *removeServedCustomer*();  
 break;  
  
 case "105", "VCS":  
 *viewCustomersSorted*();  
 break;  
  
 case "106", "SPD":  
 *storeProgramData*();  
 break;  
  
 case "107", "LPD":  
 *loadProgramData*();  
 break;  
  
 case "108", "STK":  
 *viewRemainingStock*();  
 break;  
  
 case "109", "AFS":  
 *addBurgersToStock*();  
 break;  
  
 case "110", "INC":  
 *incomeOfEachQueue*();  
 break;  
  
 case "999", "EXT":  
 System.*exit*(0); // Terminate the program  
  
 default:  
 System.*out*.println("Invalid choice. Please try again.");  
 break;  
 }  
 } while (choice != "999" || choice != "EXT");  
 }  
  
  
 private static void displayMenu() {  
 System.*out*.println("\n\t\t\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");  
 System.*out*.println("\t\t\* Food Center Menu \*");  
 System.*out*.println("\t\t\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");  
 System.*out*.println("\n\t100 or VFQ: View all Queues");  
 System.*out*.println("\t101 or VEQ: View all Empty Queues");  
 System.*out*.println("\t102 or ACQ: Add customer to a Queue");  
 System.*out*.println("\t103 or RCQ: Remove a customer from a Queue");  
 System.*out*.println("\t104 or PCQ: Remove a served customer"); // Display the menu options  
 System.*out*.println("\t105 or VCS: View Customers Sorted in alphabetical order");  
 System.*out*.println("\t106 or SPD: Store Program Data into file");  
 System.*out*.println("\t107 or LPD: Load Program Data from file");  
 System.*out*.println("\t108 or STK: View Remaining burgers Stock");  
 System.*out*.println("\t109 or AFS: Add burgers to Stock");  
 System.*out*.println("\t110 or INC: Get income of each queue separately");  
 System.*out*.println("\t999 or EXT: Exit the Program");  
 System.*out*.print("\n\t\tEnter your choice: ");  
 }  
  
 // View all the queues  
 private static void viewAllQueues() {  
 System.*out*.println("\n\*\*\* Cashiers \*\*\*\n");  
 System.*out*.println("1 2 3");  
 System.*out*.println("\_\_ \_\_ \_\_");  
 int maxCapacity = Math.*max*(*queue1*.getCapacity(), Math.*max*(*queue2*.getCapacity(), *queue3*.getCapacity()));  
  
 for (int i = 0; i < maxCapacity; i++) {  
 if (i < *queue1*.getCapacity()) {  
 System.*out*.print(*queue1*.getCustomers()[i] != null ? "O" : "X"); // Print 'O' if a customer exists, 'X' otherwise  
 }  
 System.*out*.print("\t\t");  
 if (i < *queue2*.getCapacity()) {  
 System.*out*.print(*queue2*.getCustomers()[i] != null ? "O" : "X");  
 }  
 System.*out*.print("\t\t");  
 if (i < *queue3*.getCapacity()) {  
 System.*out*.print(*queue3*.getCustomers()[i] != null ? "O" : "X");  
 }  
 System.*out*.println();  
 }  
 System.*out*.println("\nX - Not Occupied O - Occupied");  
 }  
  
  
 private static void viewAllEmptyQueues() {  
 int index = 1;  
 for (FoodQueue queue : *queues*) {  
 System.*out*.println("Queue " + index);  
 for (int i = 0; i < queue.getCapacity(); i++) {  
 if (queue.getCustomers()[i] == null) {  
 System.*out*.println("Slot " + (i + 1) + " : Empty");  
 } else {  
 System.*out*.println("Slot " + (i + 1) + " : " + queue.getCustomers()[i].getFirstName()); // If the slot has a customer, print the customer's first name  
 }  
 }  
 index++;  
 }  
 }  
  
  
 // Add a customer to a queue  
 private static int *waitingListIndex* = 0; // Index for circular queue implementation  
  
 private static void addCustomer() {  
 if (*burgersInStock* > 0) {  
 System.*out*.print("Enter First Name: ");  
 String firstName = *userInput*.nextLine();  
 System.*out*.print("Enter Last Name: ");  
 String lastName = *userInput*.nextLine();  
 System.*out*.print("Enter Burgers Needed: ");  
  
 try {  
 int burgersNeeded = Integer.*parseInt*(*userInput*.nextLine()); // Read the number of burgers needed  
  
 if (burgersNeeded < *burgersInStock*) {  
 Customer customer = new Customer(firstName, lastName, burgersNeeded); // Create a new customer object with the entered details  
  
 int minIndex = 0; // Initialize the index of the queue with the minimum length  
 int minLength = Integer.*MAX\_VALUE*; // Initialize the minimum length of the queues  
  
 // Find the queue with the minimum length  
 for (int i = 0; i < *queues*.length; i++) {  
 int queueLength = *queues*[i].getQueueFilledLength();  
  
 if (queueLength == *queues*[i].getCapacity()) {  
 continue; // Skip if the queue is already full  
 } else if (queueLength < minLength) {  
 minLength = queueLength;  
 minIndex = i; // Update the index of the queue with the minimum length  
 }  
 }  
  
 if (minLength >= *queues*[minIndex].getCapacity()) {  
 System.*out*.println("Added customer to the Waiting List.");  
 *waitingList*.add(*waitingListIndex*, customer); // Add the customer to the waiting list at the current index  
 *waitingListIndex* = (*waitingListIndex* + 1) % *maxQueueLimit*.length; // Implement circular queue for the waiting list  
 } else {  
 if (!*waitingList*.isEmpty()) {  
 // If the waiting list is not empty, add the next customer from the waiting list to the selected queue  
 Customer nextCustomer = *waitingList*.remove(*waitingListIndex*); // Get the next customer from the waiting list  
 *queues*[minIndex].addCustomer(nextCustomer); // Add the customer to the selected queue  
 System.*out*.println("Added customer from waiting list to Queue " + (minIndex + 1));  
 *burgersInStock* -= nextCustomer.getNobr();  
 *waitingListIndex* = (*waitingListIndex* - 1 + *maxQueueLimit*.length) % *maxQueueLimit*.length; // Update the waiting list index using circular queue logic  
 } else {  
 // If the waiting list is empty, add the customer directly to the selected queue  
 *queues*[minIndex].addCustomer(customer); // Add the customer to the selected queue  
 System.*out*.println("Added customer to Cashier " + (minIndex + 1) + " Queue.");  
 *burgersInStock* -= burgersNeeded;  
 }  
  
 if (*burgersInStock* <= *warningLimit*) {  
 System.*out*.println("Warning: Low stock. Remaining stock: " + *burgersInStock*);  
 }  
 }  
 } else {  
 System.*out*.println("Enter an amount below " + *burgersInStock*);  
 }  
 } catch (NumberFormatException e) {  
 System.*out*.println("Invalid input for the number of burgers needed. Please enter a valid integer.");  
 }  
 } else {  
 System.*out*.println("Burgers Out of Stock");  
 }  
 }  
 private static void removeCustomer() {  
 System.*out*.println("Enter Queue Number: ");  
 int queueNumber = Integer.*parseInt*(*userInput*.nextLine()); // Read the queue number from the user  
 System.*out*.println("Enter Queue Index: ");  
 int queueIndex = Integer.*parseInt*(*userInput*.nextLine()); // Read the queue index from the user  
  
 if (queueNumber > 0 && queueNumber < 4 && queueIndex > 0 && queueIndex <= *queues*[queueNumber - 1].getQueueFilledLength()) {  
 // Check if the queue number and index are valid  
  
 FoodQueue selectedQueue = *queues*[queueNumber - 1]; // Get the selected queue based on the queue number  
 Customer[] customers = selectedQueue.getCustomers(); // Get the array of customers in the selected queue  
  
 int removedCustomerBurgers = customers[queueIndex - 1].getNobr(); // Get the number of burgers of the removed customer  
 *burgersInStock* += removedCustomerBurgers; // Increase the number of burgers in stock  
  
 // Shift customers to fill the empty position caused by the removal  
 for (int i = queueIndex - 1; i < selectedQueue.getQueueFilledLength() - 1; i++) {  
 customers[i] = customers[i + 1];  
 }  
 customers[selectedQueue.getQueueFilledLength() - 1] = null; // Set the last position as null  
  
 System.*out*.println("Customer Removed Successfully");  
  
 if (!*waitingList*.isEmpty()) {  
 // If the waiting list is not empty, add the next customer to the selected queue  
 Customer nextCustomer = *waitingList*.remove(0); // Get the next customer from the waiting list  
 *queues*[queueNumber - 1].addCustomer(nextCustomer); // Add the customer to the selected queue  
 System.*out*.println("Customer Added From Waiting List");  
 *burgersInStock* -= nextCustomer.getNobr();  
 }  
 } else {  
 System.*out*.println("Invalid Queue or Index");  
 }  
 }  
  
  
 private static void removeServedCustomer() {  
 System.*out*.println("Enter Queue Number: ");  
 int queueNumber = Integer.*parseInt*(*userInput*.nextLine()); // Read the queue number from the user  
  
 if (*queues*[queueNumber - 1] == null) //// Check if the selected queue is empty  
 System.*out*.println("Queue is Empty !");  
  
 else if (queueNumber > 0 && queueNumber < 4) { // If the queue number is valid  
  
 *income*[queueNumber - 1] += *queues*[queueNumber - 1].getCustomers()[0].getNobr() \* 650; // Increase the income of the corresponding queue by the number of burgers served multiplied by the price  
 *queues*[queueNumber - 1].getCustomers()[0] = null; // Set the first customer as null to remove the served customer  
 System.*out*.println("Served Customer Removed Successfully");  
  
 for (int i = 0; i < *queues*[queueNumber - 1].getCapacity() - 1; i++) { // Shift the customers to fill the empty position caused by the removal  
  
 *queues*[queueNumber - 1].getCustomers()[i] = *queues*[queueNumber - 1].getCustomers()[i + 1];  
 }  
  
 *queues*[queueNumber - 1].getCustomers()[*queues*[queueNumber - 1].getCapacity() - 1] = null; // Set the last position as null  
  
  
 if (!*waitingList*.isEmpty()) { // If the waiting list is not empty, add the next customer to the selected queue  
  
 *queues*[queueNumber - 1].getCustomers()[*queues*[queueNumber - 1].getQueueFilledLength()] = *waitingList*.get(0); // Add the customer from the waiting list to the selected queue  
 System.*out*.println("Customer Added From Waiting List");  
 *burgersInStock* -= *waitingList*.get(0).getNobr();  
 *waitingList*.remove(0); // Remove the customer from the waiting list  
 }  
 } else {  
 System.*out*.println("Invalid Queue number");  
 }  
 }  
  
 private static void viewCustomersSorted() {  
 int queueIndex = 1;  
 for (FoodQueue queue : *queues*) {  
 System.*out*.println("\nQueue " + queueIndex);  
  
 ArrayList<String> sorting = new ArrayList<>(); // Create an ArrayList to store the customer names for sorting  
  
 for (int i = 0; i < queue.getCustomers().length; i++) {  
 if (queue.getCustomers()[i] != null) {  
 sorting.add(queue.getCustomers()[i].getFullName()); // Add the full name of each customer to the sorting ArrayList  
 }  
 }  
  
 Collections.*sort*(sorting); // Sort the ArrayList in alphabetical order  
  
 for (int j = 0; j < sorting.size(); j++) {  
 System.*out*.println(sorting.get(j));  
 }  
  
 queueIndex++; // Increment the queue index  
 }  
 }  
  
  
 private static void storeProgramData() {  
 try {  
 FileWriter write = new FileWriter("Text.txt", true); // Create a FileWriter object with the file name "Text.txt"  
 for (FoodQueue queue : *queues*) {  
 for (int i = 0; i < queue.getCustomers().length; i++) {  
 if (queue.getCustomers()[i] != null) {  
 write.append(queue.getCustomers()[i].getFullName()); // Append the full name of each customer to the file  
 }  
 }  
 }  
 write.close(); // Close the FileWriter object  
 System.*out*.println("Program Data Stored Successfully");  
 } catch (IOException e) {  
 System.*out*.println("An error occurred while storing program data.");  
 e.printStackTrace(); // Print the stack trace if an exception occurs  
 }  
 }  
  
  
 private static void loadProgramData() {  
 try {  
 File readFile = new File("Text.txt"); // Create a File object with the file name "Text.txt"  
 Scanner reader = new Scanner(readFile); // Create a Scanner object to read from the file  
  
 while (reader.hasNextLine()) {  
 String text = reader.nextLine(); // Read the next line from the file  
 System.*out*.println(text); // Print the line to the console  
 }  
  
 System.*out*.println("\nStored data in file");  
 reader.close(); // Close the Scanner object  
 } catch (IOException e) {  
 System.*out*.println("Error File Reading");  
 }  
 }  
  
  
  
 private static void viewRemainingStock() {  
 System.*out*.println("Remaining Stock of Burgers: " + *burgersInStock*);  
 }  
  
  
 private static void addBurgersToStock() {  
 System.*out*.print("Enter the number of burgers to add: ");  
 int burgersToAdd = Integer.*parseInt*(*userInput*.nextLine()); // Read the number of burgers to add from the user  
  
 *burgersInStock* += burgersToAdd;  
 System.*out*.println("Burgers added to the stock.");  
 }  
  
 private static void incomeOfEachQueue() {  
 for (int i = 0; i < *income*.length; i++) {  
 System.*out*.println("Income of Queue " + (i + 1) + ": " + *income*[i]);  
 }  
 }  
}

### **2 – Customer Class**

public class Customer {  
 private String firstName; //Declaration of three public instance variables  
 private String lastName;  
 private int nobr;  
  
 public Customer(String firstName, String lastName, int nobr) {  
 this.firstName = firstName; //Assigning the values of the constructor parameters to the corresponding instance variables using the this keyword  
 this.lastName = lastName;  
 this.nobr = nobr;  
 }  
  
 public String getLastName() {  
 return lastName;  
 } //A getter method that returns the last name of the customer  
  
 public String getFirstName() {  
 return firstName;  
 } // getter method that returns the first name of the customer  
  
 public int getNobr() {  
 return nobr;  
 } //A getter method that returns the number of burgers needed by the customer.  
  
 public String getFullName() {  
 return firstName + " " + lastName;  
 } //A method that returns the full name of the customer by concatenating the first name and last name with a space in between  
  
}

### **3 – Food Queue Class**

public class FoodQueue {  
 private int capacity; // Maximum capacity of the queue  
 private Customer[] customerObjects; // Array to store Customer objects in the queue  
  
 public FoodQueue(int capacity) { // Constructor that initializes the FoodQueue with the given capacity  
 this.capacity = capacity;  
 customerObjects = new Customer[capacity];  
 }  
  
 public int getCapacity() { // Getter method to retrieve the maximum capacity of the queue  
 return this.capacity;  
 }  
  
 public Customer[] getCustomers() { // Getter method to retrieve the Customer array in the queue  
 return this.customerObjects;  
 }  
  
 public int getQueueFilledLength() { // Method to get the filled length of the queue (number of non-null elements)  
 int notNullIndexes = 0;  
 for (int i = 0; i < customerObjects.length; i++) {  
 if (customerObjects[i] != null) {  
 notNullIndexes++;  
 }  
 }  
 return notNullIndexes;  
 }  
  
 public void addCustomer(Customer customer) { // Method to add a Customer object to the queue  
 for (int i = 0; i < customerObjects.length; i++) {  
 if (customerObjects[i] == null) {  
 customerObjects[i] = customer;  
 break;  
 }  
 }  
 }  
}

## **Task 04 (Java FX)**

### **1 – Main Class**

package com.example.task\_04;  
  
import javafx.application.Application;  
import javafx.application.Platform;  
import javafx.stage.Stage;  
  
import java.io.File; // Import the File class for file handling  
import java.io.FileWriter; // Import the FileWriter class for writing to a file  
import java.io.IOException; // Import the IOException class for handling I/O exceptions  
import java.util.ArrayList; // Import the ArrayList class for storing data dynamically  
import java.util.Collections; // Import the Collections class for sorting  
import java.util.Scanner; // Import the Scanner class for user input  
import com.example.task\_04.HelloApplication;  
  
public class Main {  
 private static final Scanner *userInput* = new Scanner(System.*in*); // Create a Scanner object for user input  
 public static int[] *maxQueueLimit* = {2, 3, 5}; // Maximum capacity of each queue  
  
 // Create three instances of FoodQueue with the specified capacities  
 public static FoodQueue *queue1* = new FoodQueue(*maxQueueLimit*[0]);  
 public static FoodQueue *queue2* = new FoodQueue(*maxQueueLimit*[1]);  
 public static FoodQueue *queue3* = new FoodQueue(*maxQueueLimit*[2]);  
  
 public static FoodQueue[] *queues* = {*queue1*, *queue2*, *queue3*}; // Array to store the queues  
  
 public static int[] *income* = {0, 0, 0}; // Array to store the income of each queue  
  
 public static int *burgersInStock* = 50; // Initial stock of burgers  
 public static final int *warningLimit* = 10; // Warning limit for low stock  
 public static ArrayList<Customer> *waitingList* = new ArrayList<>(); // List to store customers in the waiting list  
  
  
 private static volatile boolean *javaFXLaunched* = false;  
  
 public static void userInterface(Class<? extends Application> applicationClass) {  
 if (!*javaFXLaunched*) {  
 Platform.*setImplicitExit*(false);  
 new Thread(() -> Application.*launch*(applicationClass)).start();  
 *javaFXLaunched* = true;  
 } else {  
 Platform.*runLater*(() -> {  
 try {  
 Application application = applicationClass.newInstance();  
 Stage primaryStage = new Stage();  
 application.start(primaryStage);  
 } catch (Exception e) {  
 e.printStackTrace();  
 }  
 });  
 }  
 }  
  
 public static void main(String[] args) {  
  
 try {  
 File file = new File("Text.txt"); // Create a file object with the file name "Text.txt"  
 file.createNewFile(); // Create a new file if it does not exist  
 } catch (IOException ioe) {  
 System.*out*.println();  
 }  
  
 String choice; // Variable to store the user's menu choice  
  
 do {  
 *displayMenu*();  
 choice = *userInput*.nextLine();  
  
 switch (choice) {  
 case "100", "VFQ":  
 *viewAllQueues*();  
 break;  
  
 case "101", "VEQ":  
 *viewAllEmptyQueues*();  
 break;  
  
 case "102", "ACQ":  
 *addCustomer*();  
 break;  
  
 case "103", "RCQ":  
 *removeCustomer*();  
 break;  
  
 case "104", "PCQ":  
 *removeServedCustomer*();  
 break;  
  
 case "105", "VCS":  
 *viewCustomersSorted*();  
 break;  
  
 case "106", "SPD":  
 *storeProgramData*();  
 break;  
  
 case "107", "LPD":  
 *loadProgramData*();  
 break;  
  
 case "108", "STK":  
 *viewRemainingStock*();  
 break;  
  
 case "109", "AFS":  
 *addBurgersToStock*();  
 break;  
  
 case "110", "INC":  
 *incomeOfEachQueue*();  
 break;  
  
 case "112" , "GUI":  
 *userInterface*(HelloApplication.class);  
 System.*out*.println("\tG U I loaded ...... ");  
  
  
 case "999", "EXT":  
 System.*exit*(0); // Terminate the program  
  
 default:  
 System.*out*.println("Invalid choice. Please try again.");  
 break;  
 }  
 } while (choice != "999" || choice != "EXT");  
 }  
  
  
 private static void displayMenu() {  
 System.*out*.println("\n\t\t\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");  
 System.*out*.println("\t\t\* Food Center Menu \*");  
 System.*out*.println("\t\t\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");  
 System.*out*.println("\n\t100 or VFQ: View all Queues");  
 System.*out*.println("\t101 or VEQ: View all Empty Queues");  
 System.*out*.println("\t102 or ACQ: Add customer to a Queue");  
 System.*out*.println("\t103 or RCQ: Remove a customer from a Queue");  
 System.*out*.println("\t104 or PCQ: Remove a served customer"); // Display the menu options  
 System.*out*.println("\t105 or VCS: View Customers Sorted in alphabetical order");  
 System.*out*.println("\t106 or SPD: Store Program Data into file");  
 System.*out*.println("\t107 or LPD: Load Program Data from file");  
 System.*out*.println("\t108 or STK: View Remaining burgers Stock");  
 System.*out*.println("\t109 or AFS: Add burgers to Stock");  
 System.*out*.println("\t110 or INC: Get income of each queue separately");  
 System.*out*.println("\t112 or GUI: View Grafical User Interface");  
 System.*out*.println("\t999 or EXT: Exit the Program");  
 System.*out*.print("\n\t\tEnter your choice: ");  
 }  
  
 // View all the queues  
 private static void viewAllQueues() {  
 System.*out*.println("\n\*\*\* Cashiers \*\*\*\n");  
 System.*out*.println("1 2 3");  
 System.*out*.println("\_\_ \_\_ \_\_");  
 int maxCapacity = Math.*max*(*queue1*.getCapacity(), Math.*max*(*queue2*.getCapacity(), *queue3*.getCapacity()));  
  
 for (int i = 0; i < maxCapacity; i++) {  
 if (i < *queue1*.getCapacity()) {  
 System.*out*.print(*queue1*.getCustomers()[i] != null ? "O" : "X"); // Print 'O' if a customer exists, 'X' otherwise  
 }  
 System.*out*.print("\t\t");  
 if (i < *queue2*.getCapacity()) {  
 System.*out*.print(*queue2*.getCustomers()[i] != null ? "O" : "X");  
 }  
 System.*out*.print("\t\t");  
 if (i < *queue3*.getCapacity()) {  
 System.*out*.print(*queue3*.getCustomers()[i] != null ? "O" : "X");  
 }  
 System.*out*.println();  
 }  
 System.*out*.println("\nX - Not Occupied O - Occupied");  
 }  
  
  
 private static void viewAllEmptyQueues() {  
 int index = 1;  
 for (FoodQueue queue : *queues*) {  
 System.*out*.println("Queue " + index);  
 for (int i = 0; i < queue.getCapacity(); i++) {  
 if (queue.getCustomers()[i] == null) {  
 System.*out*.println("Slot " + (i + 1) + " : Empty");  
 } else {  
 System.*out*.println("Slot " + (i + 1) + " : " + queue.getCustomers()[i].getFirstName()); // If the slot has a customer, print the customer's first name  
 }  
 }  
 index++;  
 }  
 }  
  
  
  
 private static int *waitingListIndex* = 0; // Index for circular queue implementation  
  
 private static void addCustomer() {  
 if (*burgersInStock* > 0) {  
 System.*out*.print("Enter First Name: ");  
 String firstName = *userInput*.nextLine();  
 System.*out*.print("Enter Last Name: ");  
 String lastName = *userInput*.nextLine();  
 System.*out*.print("Enter Burgers Needed: ");  
 int burgersNeeded = Integer.*parseInt*(*userInput*.nextLine()); // Read the number of burgers needed  
  
 if (burgersNeeded < 1)  
 System.*out*.println("You can not add zero or minus burgers !");  
  
 else if (burgersNeeded < *burgersInStock*) {  
 Customer customer = new Customer(firstName, lastName, burgersNeeded); // Create a new customer object with the entered details  
  
 int minIndex = 0; // Initialize the index of the queue with the minimum length  
 int minLength = Integer.*MAX\_VALUE*; // Initialize the minimum length of the queues  
  
 // Find the queue with the minimum length  
 for (int i = 0; i < *queues*.length; i++) {  
 int queueLength = *queues*[i].getQueueFilledLength();  
  
 if (queueLength == *queues*[i].getCapacity()) {  
 continue; // Skip if the queue is already full  
 } else if (queueLength < minLength) {  
 minLength = queueLength;  
 minIndex = i; // Update the index of the queue with the minimum length  
 }  
 }  
  
 if (minLength >= *queues*[minIndex].getCapacity()) {  
 // If the minimum length is equal to the capacity, add the customer to the waiting list  
 System.*out*.println("Added customer to the Waiting List.");  
 *waitingList*.add(*waitingListIndex*, customer); // Add the customer to the waiting list at the current index  
 *waitingListIndex* = (*waitingListIndex* + 1) % *maxQueueLimit*.length; // Implement circular queue for the waiting list  
 } else {  
 if (!*waitingList*.isEmpty()) {  
 // If the waiting list is not empty, add the next customer from the waiting list to the selected queue  
 Customer nextCustomer = *waitingList*.remove(*waitingListIndex*); // Get the next customer from the waiting list  
 *queues*[minIndex].addCustomer(nextCustomer); // Add the customer to the selected queue  
 System.*out*.println("Added customer from waiting list to Queue " + (minIndex + 1));  
 *burgersInStock* -= nextCustomer.getNobr();  
 *waitingListIndex* = (*waitingListIndex* - 1 + *maxQueueLimit*.length) % *maxQueueLimit*.length; // Update the waiting list index using circular queue logic  
 } else {  
 // If the waiting list is empty, add the customer directly to the selected queue  
 *queues*[minIndex].addCustomer(customer); // Add the customer to the selected queue  
 System.*out*.println("Added customer to Cashier " + (minIndex + 1) + " Queue.");  
 *burgersInStock* -= burgersNeeded;  
 }  
  
 if (*burgersInStock* <= *warningLimit*) {  
 System.*out*.println("Warning: Low stock. Remaining stock: " + *burgersInStock*);  
 }  
 }  
 } else {  
 System.*out*.println("Enter an amount below " + *burgersInStock*);  
 }  
 } else {  
 System.*out*.println("Burgers Out of Stock");  
 }  
 }  
  
 private static void removeCustomer() {  
 System.*out*.println("Enter Queue Number: ");  
 int queueNumber = Integer.*parseInt*(*userInput*.nextLine()); // Read the queue number from the user  
 System.*out*.println("Enter Queue Index: ");  
 int queueIndex = Integer.*parseInt*(*userInput*.nextLine()); // Read the queue index from the user  
  
 if (queueNumber > 0 && queueNumber < 4 && queueIndex > 0 && queueIndex <= *queues*[queueNumber - 1].getQueueFilledLength()) {  
 // Check if the queue number and index are valid  
  
 FoodQueue selectedQueue = *queues*[queueNumber - 1]; // Get the selected queue based on the queue number  
 Customer[] customers = selectedQueue.getCustomers(); // Get the array of customers in the selected queue  
  
 int removedCustomerBurgers = customers[queueIndex - 1].getNobr(); // Get the number of burgers of the removed customer  
 *burgersInStock* += removedCustomerBurgers; // Increase the number of burgers in stock  
  
 // Shift customers to fill the empty position caused by the removal  
 for (int i = queueIndex - 1; i < selectedQueue.getQueueFilledLength() - 1; i++) {  
 customers[i] = customers[i + 1];  
 }  
 customers[selectedQueue.getQueueFilledLength() - 1] = null; // Set the last position as null  
  
 System.*out*.println("Customer Removed Successfully");  
  
 if (!*waitingList*.isEmpty()) {  
 // If the waiting list is not empty, add the next customer to the selected queue  
 Customer nextCustomer = *waitingList*.remove(0); // Get the next customer from the waiting list  
 *queues*[queueNumber - 1].addCustomer(nextCustomer); // Add the customer to the selected queue  
 System.*out*.println("Customer Added From Waiting List");  
 *burgersInStock* -= nextCustomer.getNobr();  
 }  
 } else {  
 System.*out*.println("Invalid Queue or Index");  
 }  
 }  
  
  
 private static void removeServedCustomer() {  
 System.*out*.println("Enter Queue Number: ");  
 int queueNumber = Integer.*parseInt*(*userInput*.nextLine()); // Read the queue number from the user  
  
 if (*queues*[queueNumber - 1] == null) //// Check if the selected queue is empty  
 System.*out*.println("Queue is Empty !");  
  
 else if (queueNumber > 0 && queueNumber < 4) { // If the queue number is valid  
  
 *income*[queueNumber - 1] += *queues*[queueNumber - 1].getCustomers()[0].getNobr() \* 650; // Increase the income of the corresponding queue by the number of burgers served multiplied by the price  
 *queues*[queueNumber - 1].getCustomers()[0] = null; // Set the first customer as null to remove the served customer  
 System.*out*.println("Served Customer Removed Successfully");  
  
 for (int i = 0; i < *queues*[queueNumber - 1].getCapacity() - 1; i++) { // Shift the customers to fill the empty position caused by the removal  
  
 *queues*[queueNumber - 1].getCustomers()[i] = *queues*[queueNumber - 1].getCustomers()[i + 1];  
 }  
  
 *queues*[queueNumber - 1].getCustomers()[*queues*[queueNumber - 1].getCapacity() - 1] = null; // Set the last position as null  
  
  
 if (!*waitingList*.isEmpty()) { // If the waiting list is not empty, add the next customer to the selected queue  
  
 *queues*[queueNumber - 1].getCustomers()[*queues*[queueNumber - 1].getQueueFilledLength()] = *waitingList*.get(0); // Add the customer from the waiting list to the selected queue  
 System.*out*.println("Customer Added From Waiting List");  
 *burgersInStock* -= *waitingList*.get(0).getNobr();  
 *waitingList*.remove(0); // Remove the customer from the waiting list  
 }  
 } else {  
 System.*out*.println("Invalid Queue number");  
 }  
 }  
  
 private static void viewCustomersSorted() {  
 int queueIndex = 1;  
 for (FoodQueue queue : *queues*) {  
 System.*out*.println("\nQueue " + queueIndex);  
  
 ArrayList<String> sorting = new ArrayList<>(); // Create an ArrayList to store the customer names for sorting  
  
 for (int i = 0; i < queue.getCustomers().length; i++) {  
 if (queue.getCustomers()[i] != null) {  
 sorting.add(queue.getCustomers()[i].getFullName()); // Add the full name of each customer to the sorting ArrayList  
 }  
 }  
  
 Collections.*sort*(sorting); // Sort the ArrayList in alphabetical order  
  
 for (int j = 0; j < sorting.size(); j++) {  
 System.*out*.println(sorting.get(j));  
 }  
  
 queueIndex++; // Increment the queue index  
 }  
 }  
  
  
 private static void storeProgramData() {  
 try {  
 FileWriter write = new FileWriter("Text.txt", true); // Create a FileWriter object with the file name "Text.txt"  
 for (FoodQueue queue : *queues*) {  
 for (int i = 0; i < queue.getCustomers().length; i++) {  
 if (queue.getCustomers()[i] != null) {  
 write.append(queue.getCustomers()[i].getFullName()); // Append the full name of each customer to the file  
 }  
 }  
 }  
 write.close(); // Close the FileWriter object  
 System.*out*.println("Program Data Stored Successfully");  
 } catch (IOException e) {  
 System.*out*.println("An error occurred while storing program data.");  
 e.printStackTrace(); // Print the stack trace if an exception occurs  
 }  
 }  
  
  
 private static void loadProgramData() {  
 try {  
 File readFile = new File("Text.txt"); // Create a File object with the file name "Text.txt"  
 Scanner reader = new Scanner(readFile); // Create a Scanner object to read from the file  
  
 while (reader.hasNextLine()) {  
 String text = reader.nextLine(); // Read the next line from the file  
 System.*out*.println(text); // Print the line to the console  
 }  
  
 System.*out*.println("\nStored data in file");  
 reader.close(); // Close the Scanner object  
 } catch (IOException e) {  
 System.*out*.println("Error File Reading");  
 }  
 }  
  
  
  
 private static void viewRemainingStock() {  
 System.*out*.println("Remaining Stock of Burgers: " + *burgersInStock*);  
 }  
  
  
 private static void addBurgersToStock() {  
 System.*out*.print("Enter the number of burgers to add: ");  
 int burgersToAdd = Integer.*parseInt*(*userInput*.nextLine()); // Read the number of burgers to add from the user  
  
 *burgersInStock* += burgersToAdd;  
 System.*out*.println("Burgers added to the stock.");  
 }  
  
 private static void incomeOfEachQueue() {  
 for (int i = 0; i < *income*.length; i++) {  
 System.*out*.println("Income of Queue " + (i + 1) + ": " + *income*[i]);  
 }  
 }  
  
  
}

### **2 – Customer Class**

package com.example.task\_04;  
  
public class Customer {  
 public String firstName; //Declaration of three public instance variables  
 public String lastName;  
 public int nobr;  
  
 public Customer(String firstName, String lastName, int nobr) { //The constructor of the Customer class  
 this.firstName = firstName; //Assigning the values of the constructor parameters to the corresponding instance variables using the this keyword  
 this.lastName = lastName;  
 this.nobr = nobr;  
 }  
  
 public String getLastName() {  
 return lastName;  
 } //A getter method that returns the last name of the customer  
  
 public String getFirstName() {  
 return firstName;  
 } // getter method that returns the first name of the customer  
  
 public int getNobr() {  
 return nobr;  
 } //A getter method that returns the number of burgers needed by the customer.  
  
 public String getFullName(){  
 return firstName+" "+lastName;  
 } //A method that returns the full name of the customer by concatenating the first name and last name with a space in between  
  
 public void setLastName(String lastName) {  
 this.lastName = lastName;  
 } // A setter method to set the last name of the customer.  
  
 public void setFirstName(String firstName) { //A setter method to set the first name of the customer  
 this.firstName = firstName;  
 }  
  
 public void setNobr(int nobr) {  
 this.nobr = nobr;  
 } //A setter method to set the number of burgers needed by the customer  
}

### **3 – Food Queue Class**

package com.example.task\_04;  
  
public class FoodQueue {  
 private int capacity; // Maximum capacity of the queue  
 private Customer[] customerObjects; // Array to store Customer objects in the queue  
  
 public FoodQueue(int capacity) { // Constructor that initializes the FoodQueue with the given capacity  
 this.capacity = capacity;  
 customerObjects = new Customer[capacity];  
 }  
  
 public int getCapacity() { // Getter method to retrieve the maximum capacity of the queue  
 return this.capacity;  
 }  
  
 public Customer[] getCustomers() { // Getter method to retrieve the Customer array in the queue  
 return this.customerObjects;  
 }  
  
 public int getQueueFilledLength() { // Method to get the filled length of the queue (number of non-null elements)  
 int notNullIndexes = 0;  
 for (int i = 0; i < customerObjects.length; i++) {  
 if (customerObjects[i] != null) {  
 notNullIndexes++;  
 }  
 }  
 return notNullIndexes;  
 }  
  
 public void addCustomer(Customer customer) { // Method to add a Customer object to the queue  
 for (int i = 0; i < customerObjects.length; i++) {  
 if (customerObjects[i] == null) {  
 customerObjects[i] = customer;  
 break;  
 }  
 }  
 }  
}

### **4 – Hello Application Class**

package com.example.task\_04;  
  
import javafx.application.Application;  
import javafx.application.Platform;  
import javafx.fxml.FXMLLoader;  
import javafx.scene.Scene;  
import javafx.stage.Stage;  
  
import java.io.IOException;  
public class HelloApplication extends Application {  
  
  
 @Override  
  
 public void start(Stage stage) throws IOException {  
 FXMLLoader fxmlLoader = new FXMLLoader(HelloApplication.class.getResource("hello-view.fxml"));  
 Scene scene = new Scene(fxmlLoader.load(), 600, 400);  
 stage.setResizable(false);  
 stage.setTitle("Foodie Fave Queue Management System");  
 stage.setScene(scene);  
 stage.show();  
 }  
  
 public static void main(String[] args) {  
 *launch*();  
 }  
}

### **5 – Hello Controller Class**

package com.example.task\_04;  
import javafx.event.ActionEvent;  
import javafx.fxml.FXML;  
import javafx.scene.Parent;  
import javafx.scene.Scene;  
import javafx.stage.Stage;  
  
import java.io.IOException;  
  
public class HelloController {  
 @FXML  
 private Stage stage;  
 private Scene scene;  
 private Parent root;  
  
 public HelloController() {  
  
 }  
  
 @FXML  
 public void customersDetails(ActionEvent event) throws IOException {  
  
 }  
}

### **6 – Hello-View FXML**

<?xml version="1.0" encoding="UTF-8"?>  
  
<?import javafx.scene.control.Label?>  
<?import javafx.scene.effect.Glow?>  
<?import javafx.scene.image.Image?>  
<?import javafx.scene.image.ImageView?>  
<?import javafx.scene.layout.AnchorPane?>  
<?import javafx.scene.text.Font?>  
  
<AnchorPane maxHeight="-Infinity" maxWidth="-Infinity" minHeight="-Infinity" minWidth="-Infinity" prefHeight="400.0" prefWidth="600.0" style="-fx-background-image: #B2BEB5;" xmlns="http://javafx.com/javafx/19" xmlns:fx="http://javafx.com/fxml/1" fx:controller="com.example.task\_04.HelloController">  
 <children>  
 <ImageView fitHeight="407.0" fitWidth="600.0">  
 <image>  
 <Image url="@../../../../../../../../02.png" />  
 </image>  
 </ImageView>  
 <Label opacity="0.94" prefHeight="59.0" prefWidth="563.0" style="-fx-background-color: #7393B3;" text=" Foodie Fave ..." textAlignment="CENTER" textFill="#050505">  
 <font>  
 <Font name="Franklin Gothic Demi Cond" size="40.0" />  
 </font>  
 </Label>  
 <Label layoutX="260.0" layoutY="-8.0" prefHeight="75.0" prefWidth="294.0" text="Queue management system" textAlignment="CENTER" textFill="#4e0a0a">  
 <font>  
 <Font name="Gill Sans MT Condensed" size="37.0" />  
 </font>  
 </Label>  
 <Label layoutY="59.0" prefHeight="37.0" prefWidth="335.0" style="-fx-background-color: #899499;" text=" Customers Deatails ------" textAlignment="RIGHT" textFill="#1e0000" AnchorPane.bottomAnchor="304.0" AnchorPane.rightAnchor="265.0" AnchorPane.topAnchor="59.0">  
 <font>  
 <Font name="Arial Rounded MT Bold" size="22.0" />  
 </font>  
 </Label>  
 <Label layoutY="96.0" opacity="0.89" prefHeight="54.0" prefWidth="335.0" style="-fx-background-color: #818589;" text=" Cusromes' Names &amp; Burgers Required" textFill="WHITE">  
 <font>  
 <Font name="System Bold Italic" size="18.0" />  
 </font>  
 </Label>  
 </children>  
 <effect>  
 <Glow />  
 </effect>  
</AnchorPane>